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Abstract—While model-driven engineering (MDE) claims to
be a good development approach for cross-cutting concerns, this
raises the question of why not every application created with
MDE is accessible. Moreover, why are the MDE development
processes and the tools themselves not more inclusive? In this
vision paper, we sketch an ideal picture of how inclusivity in MDE
— considered throughout tools, methods, artifacts, and processes
— would intrinsically lead to more accessible software systems.
We review the state-of-the-art, discuss current challenges, and
present a possible future of inclusive MDE.

Index Terms—Model-driven engineering, Software engineer-
ing, Inclusion, Accessibility

I. INTRODUCTION

“Accessibility is about making sure that barriers that may
prevent people with disabilities from taking part are removed.
Inclusion is about going a step further and ensuring that
people with disabilities are included as valuable members in
all aspects of society. This includes things like listening to
views and opinions and allowing people with disabilities to
contribute to planning, decisions and their futures.” [1]

Similarly to the overall societal and academic ambitions
toward becoming more inclusive, there is a growing need for
achieving inclusion in software engineering [2], especially in
model-driven engineering (MDE) where often domain-specific
solutions (languages, methods, and tools) are being used
that lack—compared to general software engineering with
powerful players and platforms—the economic possibilities
and human resources to realize inclusivity in the development
processes and accessibility in the resulting software.

As society strives for a more ‘inclusive world’, with this
vision paper, we aim to shed light on the diverse needs
of MDE developers [3]-[5] wishing to be involved in the
software development and the users for whom we are de-
veloping software for [6]-[8]. Consequently, we outline a
vision in which the future MDE processes, including all used
languages, methods, and tools, are inclusive, and, through such
an extended involvement of diverse stakeholders, the resulting
software intrinsically becomes more accessible [9], [10].

One important aspect is the inclusion of heterogeneous
software user needs. We can find ongoing discussions and
research in various areas, e.g., Al and diversity [11], bias in
data science [12], and diversity in development teams [13],
[14]. Traditionally, accessibility is often considered late in the
development cycle, leading to late or costly adaptations of
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systems or exclusionary designs. A survey of existing MDE
languages, techniques, and tools that support the development
of accessible software is proposed in [15]. Notably, the authors
conclude that “...many of the studies focus on making the
final software product accessible, without considering the
accessibility of previously designed models ... " .

Inclusion is relevant not only for the technologies we create
as software engineers, but also the processes that lead to the
development of these technologies need to be inclusive to sup-
port developers with heterogeneous needs [16], [17]. Having
more diversity in development teams leads to more diversity in
technical solutions and more equitable technology [17], [18]
as development teams adopt accessibility practices in software
development. In the literature, we can find approaches that
discuss accessibility in software engineering processes [6],
[19], how to reduce barriers for people with disabilities to
become employed in software engineering [20], or the need
to still increase the accessibility of the tools used [21].

In this vision paper, we focus on MDE as a development
method, and analyze how it can become more inclusive toward
eventually facilitating the engineering of accessible software.
Liebel et al. suggest how to consider human factors in MDE
in general [22], e.g., the use of models and the design of
modeling languages. However, their work has no focus on
inclusion or accessibility. Our work zooms further in: We
consider the different steps in the MDE process, the different
roles (e.g., modeler, software developer, language engineer,
software user), and relevant artefacts and tools.

II. THE VISION

In our vision, software engineers treat inclusion and acces-
sibility as first-class citizens in MDE, leading towards more
inclusive software engineering processes and more accessible
systems. This covers two main areas: creating inclusive envi-
ronments for developers within MDE processes and engineer-
ing software that is accessible for end users.

Developer Inclusivity. Embedding inclusivity into MDE
practices and tools supports the participation of developers
with diverse backgrounds and disabilities in the MDE process,
e.g., by providing accessible modeling tools and platforms.
Such approaches promote diversity, equity, involvement, and
belonging within the software engineering community.
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Fig. 1: Inclusive Model-driven Software Engineering

Software Accessibility. By integrating accessibility concerns
into core modeling artifacts, e.g., requirements models, user
interface models, and behavioral specifications, engineers can
systematically address diverse user needs. This shift enables
the generation of accessible software by construction and
fosters a more inclusive design mindset.

Together, these approaches promote equity for end-users
and within the software engineering community. For realizing
our vision, we highlight, based on the state-of-the-art, the
challenges and potential future in the subsequent sections.

I1I. MDE DEVELOPER INCLUSIVITY

A core principle of MDE is the acknowledgement that
domain experts and practitioners should be more actively
involved [23] and obtain the capacity to design, modify, and
update the software according to their needs. Yet, despite
decades of development in the field of MDE, the current state
of MDE software could be described as “inadequate”. Main-
stream IDEs (e.g., Eclipse, VSCode, PyCharm) increasingly
provide support for visually impaired developers in the form of
high-contrast modes, zoom, font size flexibility, partial support
for screen readers, or shortcuts/global command execution.
Although such features represent incremental progress, they
often do not support the full workflow of visually or motor-
impaired developers across the entire MDE process (cf. Fig. 1),
and still lack many accessibility features [24]. VSCode re-
cently added a VoiceSupport-plugin, which enables speech-
based command and menu interaction [25] for keyboard- and
mouse-less interaction. Nonetheless, most IDEs and modeling
platforms still lack a systematic approach to inclusive and
accessible development processes [26].

A. MDE Editor and Artefacts Accessibility

MBDE editor and artefact (e.g., models, templates, grammars,
code) inclusivity (see Fig. 1) is an important prerequisite for
technical inclusion that needs to be considered in a twofold
manner: 1. artefact-external (e.g., adapting MDE tools to offer
inclusive artefact interactions), and 2. artefact-internal, where
inclusivity is built into the artefact itself using, e.g., syntac-
tic/semantic constructs. These approaches are complementary
and can be viewed as two sides of the same coin.
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As an example, consider graphical modeling languages
where positioning typically carries implicit meaning, and
elements that are logically and/or semantically related are
placed nearby. On the one hand, model editors could be
enhanced to calculate and articulate (relative) element dis-
tances (e.g., for visually impaired people). On the other hand,
the model itself could be enhanced to contain descriptive
knowledge using explicit properties (e.g., as logical groupings,
related elements, etc.), instead of mere x/y coordinates. This
duality—supporting perceptual interfaces while enriching in-
ternal model semantics—is crucial toward realizing inclusive
MDE practices and, eventually, accessible software.

B1. State-of-the-Art, Challenges, and Vision

Clearly, many of the techniques and requirements for end-
user software (see Sec. IV) equally apply to developer tools.
For instance, color contrast analysis, keyboard operability,
and multimodal outputs benefit both software users and those
developing the software itself. Nonetheless, it is evident that,
given its frequent use of visual and/or graph-based modeling
languages, inclusivity and accessibility in the MDE domain
require dedicated attention. We review related work that could
be applied to foster a more inclusive MDE landscape, struc-
tured along the WCAG’s core principles for web content, i.e.,
perceivable, operable, understandable, and robust [27].

1) Perceivable: Inclusive MDE tools must enable all users
to perceive the model information (| in Fig. 1), regardless
of sensory abilities. Visual modeling languages, however, use
shapes, colors, and spatial layouts to convey relationships,
creating barriers for users with visual impairments, including
color blindness. In the past, several alternative perception
techniques have been explored, in addition to screen readers:
Sonification/audification translates visual information to audi-
tory cues. Existing works on the audification of graphs [28],
diagrams [29], [30], algebra [31], [32], and molecules [33]
could be applied to models to enable users to “hear” their
models. Tactile output devices [34] offer yet another di-
mension of model perception, such as UML diagrams [35].
Hybrid DSLs [36] offer live switching between graphical and
textual model representations.This has been used for UML



diagrams [37] and brainstorming models (‘mind maps’) [38]
for visually impaired people.

Challenges & Vision: Current MDE tools and techniques
target able-bodied developers. We develop our software with
intuitive graphical representations, icons, and relations that
can be distinguished by color, shape, and positioning. Sim-
ilarly, textual editors often primarily rely on text highlighting
of (sometimes even unintuitive) keywords. This requires a)
more research into accessible forms of model perception,
including truly comprehensible tactile model representations,
and audification/sonification of various forms of data, and
b) research into hybrid, configurable languages that treat all
syntax versions as first-class citizens on an industrial scale.

2) Operable: The second WCAG core principle caters to
the interaction with models and the use of modeling tools [39].
This means that alternatives to the traditional mouse-and-
keyboard interaction paradigm must be provided. An evident
approach is the support of touch interfaces [40] and styluses,
which allow the dragging and pointing [41], and drawing of
diagrams [42]. Alternatively, modern Al techniques allow the
parsing of actual drawings into diagrams [43].

Orthogonally, natural language processing (NLP) and Al
(in the form of, e.g., LLMs) were explored to enable novel
specification capabilities. Recently, these approaches were
extended to support the generation of UML diagrams [44]-
[46], Ecore models [47] as a basis for DSLs from natural
language, and web applications from natural languages [48].

Challenges & Vision: The primary challenge is the sup-
port for alternative forms of interaction and devices, includ-
ing touch, tactile, keyboard, natural language, and speech
commands for a broad set of popular and domain-specific
languages. This includes enhancing editors/IDEs to translate
various forms of model editing/interaction commands, as well
as designing models that are built for accessible editors.

3) Understandable: Third, the understandability of models,
modeling languages, and tools must be tackled. As of now,
modeling typically requires expert knowledge and/or formal
training [49]. Automated explanations might help novice de-
velopers to comprehend the intent behind complex model
structures, while automatically generated summaries can help
onboard new colleagues. Mussbacher et al. [5], e.g., investi-
gated opportunities in intelligent modeling assistance.

Early approaches such as OntoVerbal [50] investigated the
verbalization of ontologies in Protegé, while other techniques
helped users without ontology-expertise navigate medical on-
tologies [S1]. Alternatively, [52] showed the description of
UML models in natural language.

Orthogonally, we know that most modeling and program-
ming languages require some understanding of English, which
may also pose difficulties to non-English speakers [53].

Challenges & Vision: The understandability of models and
tools can be split into various challenges. From a linguistic
viewpoint, the internationalization of DSLs and models must
be extended beyond the mere translation of keywords, but
support true polyglot interactions. This includes various as-
pects, including model syntax, editing commands, and training
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materials, that all need to support a truly native-language in-
teraction. As for comprehension, we argue for the inclusion of
descriptions straight into the models themselves, alongside au-
tomatically generated explanations and conversational/chatbot-
like model interaction possibilities. Al and LLMs, for instance,
appear to be ideal candidates to include such functionality, as
recently introduced by tools such as NotebookLM [54].

4) Robust: Robustness denotes the ambition to increase
compatibility, such that models can be shared across tool
vendors. While MDE as a domain has in the past gathered
around popular formats such as XMI and Ecore, the com-
munity’s current move toward web-based platforms results in
a landscape of heterogeneous and complementary tools for
which interoperability and reuse become crucial.

Challenges & Vision: As widespread standards enable tool
vendors to build upon, it is also evident that this standardiza-
tion must not hinder innovation. Tool builders often require
custom extensions, which should be developed in a traceable,
shareable, and extensible way. Balancing the diverging ambi-
tions of standardization and innovation is the main challenge
to robustness. We argue that we have to learn from the
web development community, where consortia are formed
to compromise on opposing views to establish a common
foundation upon which creativity and innovation can unfold.

B2. Inclusive Methods & Processes

Concerning inclusivity, we must not forget the processes
in which the developers engage in MDE. To realize a truly
inclusive MDE, not only the used tools but also the develop-
ment methods need to become inclusive to remove barriers
and enable participation of developers with heterogeneous
needs [16], [17]. Notably, this vision goes beyond gender
balance but acknowledges, among others, social, racial, eth-
nic, and underrepresented groups. Furthermore, we need to
strive for an actively positive environment for neurodivergent
modelers. Research showed that such an increase in developer
diversity leads to greater diversity in technical solutions,
increased creativity, and more equitable technology [17], [18].

Challenges & Vision: Active participation of developers
with heterogeneous backgrounds raises the challenge of fol-
lowing a streamlined development process. Naturally, the more
heterogeneous a group of humans is, the more challenging it
is to find norms for structuring communication and collabo-
ration [55]. In collaborative software engineering, there needs
to be a means of open communication, critical feedback, peer
review, and deadline-driven delivery. Such an environment,
often characterized also by stress and pressure to deliver the
software in adequate quality at a pre-defined time, establishes
challenges for e.g., introverted developers or neurodiverse
developers coping with ADHD, autism, and dyslexia.

IV. MDE OF ACCESSIBLE SOFTWARE

Software engineering research proposes ways to integrate
accessibility in the software development process, as this is a
reliable way to obtain accessible software [6]. However, it is
important to see the creation of accessible systems not as a



limitation on creativity and design of software [56], but crucial
within the entire MDE process (cf. A, B, D-G in Fig. 1).
In the following, we describe related works regarding the
accessibility support in the MDE process. We further discuss
remaining challenges toward realizing our vision.

@ Requirements. To consider accessibility already in the
requirements engineering phase, there exist different guide-
lines, e.g., WCAG [27], [57], ISO 9241-171 [58], Acces-
sibility development documentation for Android [59] and a
guide for iOS [60], as well as the Material Design guideline
for accessibility [59]. We can find approaches that consider
these specifications in the requirements engineering phase,
e.g., [61]-[64], however, they apply the mappings from the
guidelines to requirements in a manual way.

Challenges & Vision: An automated mechanism to help map
concrete requirements to accessibility guidelines is needed.
In the future, we envision the provision of reusable models
and domain-specific languages (DSLs) that describe relevant
aspects from accessibility guidelines to foster and automate
their incorporation in MDE processes.

Models and Grammar. Existing approaches use different
modeling languages and techniques to model various aspects
related to accessibility coming from these guidelines, e.g., the
user interface [65]-[67], interaction with the software [68]—
[70], navigation in the software [71]-[73], capabilities of
users [74]-[76], accessibility requirements [77], [78], context
information [75], [79], or adaptation rules to consider acces-
sibility needs [80], [81]. However, it is hard to learn from
existing approaches and transfer them to other MDE projects
as the descriptions are often on a high abstraction level and the
developed models are not made available as reusable artifacts.

Challenges & Vision: While accessibility is strongly re-
lated to user interfaces, there is a notable lack of research
on explicitly modeling accessibility requirements and their
traceable mapping to concrete system functionality, as well as
modeling context information and user capabilities. Moreover,
accessibility in general is hardly achievable, as different user
groups have different and even conflicting requirements. Thus,
we need to develop modeling and generative methods that
could handle sets of requirements variants for different user
groups. Furthermore, research should investigate if existing
modeling languages are sufficient to cover all aspects relevant
for considering different kinds of accessibility needs, or if
language extensions or even newly developed domain-specific
languages are needed to describe accessibility requirements
and software adaptation options. In addition, this work has to
be documented in a reusable way for other developers.

Transformation Rules and Templates. There are only a
few approaches that use adapted templates to accommodate
individual accessibility needs [73]. Some approaches [66],
[80], [82] implement transformation rules to adapt the cor-
responding models, resulting in a custom-accessible software.

Challenges & Vision: Enabling reusability in MDE remains
a challenge because many approaches rely on high-level
descriptions without providing replication packages, making it
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difficult for others to reproduce or build upon existing work.
Future work should place greater emphasis on developing
generic transformation rules and templates that are more
reusable and adaptable, enabling their integration into arbitrary
model-driven engineering projects.

Hardware, GUI & Frameworks. Other works focus
specifically on user interfaces, e.g., Abrahdo et al. [83] summa-
rize work on model-based user interface adaptation. Bouraoui
and Gharbi [84] propose a method for generating accessible
Uls. Gerasimov et al. [85] propose a GUI component library
to better handle accessibility needs. Few studies focus on the
impact of device usage in MDE for GUI generation [75] and
mainly focus on mobile devices.

Challenges & Vision: Runtime environment components are
often tightly coupled to specific platforms and frameworks,
limiting their flexibility to address diverse accessibility re-
quirements in a generic manner. Future research should focus
on improving the adaptability of selected components, for
example, by using component libraries or generic APIs, to bet-
ter accommodate individual accessibility needs. Model-driven
approaches should also be leveraged to develop accessible
software for a wider variety of devices.

@ Code and Functional Tests. Software that is developed
in generative software engineering environments often con-
tains both generated and handwritten code. MDE approaches
can be used not only to generate software, but also to generate
the corresponding test environments and tests [86], [87],
however, these are often mostly functional tests that are not
optimized to ensure accessibility or inclusion guidelines. In
addition, there are several frameworks that can be used to
evaluate the accessibility of web applications [88].

Challenges & Vision: There is a need for methodologies and
MBDE approaches that focus on semantic tests [89] for specific
user needs. This ensures compliance with requirements while
remaining accessible for targeted user groups. Upcoming MDE
research should include accessibility and inclusion-focused
tests within the generated test frameworks.

@ Evaluation with users. The W3C WAL highlights the
importance of including users in evaluating accessibility [90]
besides checking the conformance to accessibility standards.
One has to evaluate the software with the respective user
groups, e.g., with users with visual impairments [74], blind
users [75], [91], or users with cognitive disabilities [92] to
avoid creating superficial or marginally useful solutions [93].
This involvement can range from brief consultations in infor-
mal settings to large-scale usability studies in formal settings.

Challenges & Vision: Getting representatives from target
user groups to evaluate the created software is not easy,
and such an evaluation is not part of many publications
presenting research on accessible software systems [94]. While
this applies to software created with MDE just as much as to
those developed conventionally, MDE research should work
on developing methods to include relevant user groups and
their feedback throughout the MDE process.



V. THE FUTURE OF INCLUSIVE MDE

Next to web technologies and Al, MDE is one of the core
techniques to enable inclusive software design and push for
accessible software. Given the widespread use of model-driven
design in industry, our community can create a lasting impact
that tears down current barriers.

To reach this goal, the MDE community must realize that
the status quo offers much room for improvement. To address
the challenges stressed at the outset, we need a holistic per-
spective that accounts for all parts of the MDE process through
inclusive design from the inception. This means that our tools
need to be created with accessibility-by-design, such that de-
velopers, regardless of their abilities, can fully participate. For
physically impaired users, this means the creation of keyboard-
first modeling processes, while in parallel enabling voice-
driven commands and speech interfaces. Graphical editors
have to be accessible and should enable touch, draw, and also
game controller-like input devices, similar to tactile outputs.
We further envision the design of WCAG-compliant modeling
editors that support standardized interfaces for accessibility
tools and assistive technology, which could be driven through
inclusion into standards such as LSP/GLSP. Additionally, past
studies have shown a (disproportionately) high fraction of
neurodiverse developers in tech and software engineering [95],
which includes, i.e., colleagues with ADHD, autism, and
dyslexia. Our tools, methods, and processes must be designed
in such a way that enables developers with these and simi-
lar characteristics a distraction-minimizing development, that
enables them to fully engage during the entire MDE process.

Models and modeling languages should be extended and
designed in such a way that switching between graphical
and textual syntax (i.e., blended modeling) is possible, while
at the same time natively enabling semantically accessible
annotations and language extensions such as element grouping
in spatial layouts and descriptive metadata. Languages with
graphical concrete syntax should focus on perceptive redun-
dancy (element identification through shape, color, and text),
while keywords and element names should be chosen with
speech capabilities in mind.

To create more accessible software, the MDE community
can rely on many helpful techniques: We can either generate
software that is adaptable for users to tailor it to their specific
needs, or we can generate different software variants that
address different accessibility needs. Other options are self-
adaptive systems that configure themselves according to partic-
ular user profiles that specific user groups carry. E.g., Savidis
et al. [96] stress the need for new interaction metaphors, ma-
nipulating diverse collections of interaction objects, automatic
interface adaptation, and ambient interactions. One possible
solution can be provided through GenAl, serving as a mediator
to facilitate individually customized user interactions. Users
with diverse individual needs can collaboratively develop the
same software through inclusive Al agents, which transform
varying input modalities into unified software models [48],
[97]. Similarly, software can be generated directly to support
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standards such as MCP [98], thereby natively enabling agent-
based, inclusive interactions with the generated software.
Users could simply ‘tell’ the software what to do and ask
questions using their preferred input modality.

‘When moving to the model representation, models no longer
need to be represented solely in predefined syntaxes, such as
textual artifacts or simple box-and-line diagrams. In the future,
inclusive MDE should generate customized representations
involving icons, storyboards, or video sequences [99], [100]
to inclusively, semantically transparent, and comprehensibly
illustrate models in the most appropriate formalism for specific
user groups and purposes. Here, the adoption of AR/VR
techniques for MDE can realize inclusion [101], [102].

From a research community point of view, we must establish
an environment that promotes inclusion. Dedicated tracks and
workshops at MDE conferences can be used as platforms for
experience reports and exchange of ideas, while at the same
time raising awareness. Moreover, our courses and teaching
materials should teach accessibility and inclusive practices
as a core principle. Furthermore, modeling tool tracks could
include accessibility evaluations in their tool assessment

VI. CONCLUSION

In this paper, we outlined our vision of inclusive model-
driven engineering as a foundation for developing accessible
software. Following the stages of the MDE process, we
examined the current state of inclusion and accessibility,
identifying key limitations and gaps in existing tools and
practices. Building on this analysis, we proposed a future
direction for inclusive MDE—one that embeds accessibility as a
first-class concern and supports the collaboration of both abled
and disabled engineers in the realisation of accessible software
systems. This paper aims to spark innovation and creativity,
fostering a more open, inclusive, and equal MDE landscape.
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